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Name of Student : Abhishek Turukmane

Roll.No : 405C032 PRN Number: 71707754D

Class : BE DIV: 3

Name of Laboratory : Laboratory practical(LPIII)

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. No.** | **Name of Experiment** | **Start Date** | **Completion Date** |
| 1 | To implement Linear Regression to find the equation of the best fit line for  given data. |  |  |
| 2 | To implement Decision Tree Classifier. |  |  |
| 3 | To implement k-NN algorithm for classifying the points on given graph. |  |  |
| 4 | To implement K-means Algorithm for clustering. |  |  |
| 5 | To implement a Simplified Data Encryption Standard (S-DES) algorithm. |  |  |
| 6 | To implement a Simplified Advanced Encryption Standard (S-AES)  algorithm. |  |  |
| 7 | To implement a Diffie-Hellman Key Exchange algorithm. |  |  |
| 8 | To implement a RSA algorithm. |  |  |
| 9 | Mini Project on Machine Learning |  |  |
| 10 | Mini Project on Information and Cyber Security |  |  |

# Assignment No. – 1

Code of the program –

#import numpy as np import pandas as py

import matplotlib.pyplot as plt

print(“Name: Abhishek Turukmane”) def estimate\_coef(x, y):

n = np.size(x) # number of observations/points

m\_x, m\_y = np.mean(x), np.mean(y) # mean of x and y vector

# calculating cross-deviation and deviation about x SS\_xy = np.sum(y\*x) - n\*m\_y\*m\_x

SS\_xx = np.sum(x\*x) - n\*m\_x\*m\_x

# calculating regression coefficients b\_1 = SS\_xy / SS\_xx

b\_0 = m\_y - b\_1\*m\_x return(b\_0, b\_1)

def plot\_regression\_line(x, y, b):

# plotting the actual points as scatter plot plt.scatter(x, y, color = "m",

marker = "o", s = 30) # predicted response vector

y\_pred = b[0] + b[1]\*x

# plotting the regression line plt.plot(x, y\_pred, color = "g") # putting labels plt.xlabel('x')

plt.ylabel('y')

plt.show() # function to show plot

def main():

data = py.read\_csv("linear.csv") #reading table data from csv file

x = data['x']

y = data['y']

b = estimate\_coef(x,y) # estimating coefficients print("Estimated coefficients:\nb\_0 = {} \

\nb\_1 = {}".format(b[0], b[1])) plot\_regression\_line(x,y,b) # plotting regression line

if name == " main ": main()

Input for the code – **#linear.csv** x,y

10,95

9,80

2,10

15,50

10,45

16,98

11,38

16,93

Output –

(base) C:\Users\Abhishek \Downloads\ML\A1>python linear.py Name: Abhishek Turukmane

Estimated coefficients: b\_0 = 12.584627964

b\_1 = 4.58789860998

![](data:image/png;base64,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)

# Assignment No – 2

Code of the program –

**dtree.py:-**

#Abhishek Turukmane import numpy as np import pandas as pd

from sklearn.preprocessing import LabelEncoder from sklearn.tree import DecisionTreeClassifier from sklearn.externals.six import StringIO import pydotplus as pdd

from IPython.display import Image

from sklearn.tree import export\_graphviz

print(“Name: Abhishek Turukmane”)

data=pd.read\_csv("sales.csv") data

data.describe()

print(data['Buys'].value\_counts()) le=LabelEncoder();

#data=data.apply(le.fit\_transform)

x=data.iloc[:,:-1] #-1 means don't take last column x=x.apply(le.fit\_transform)

#Store labels in Y y=data.iloc[:,-1]

classifier=DecisionTreeClassifier(criterion='entropy') classifier.fit(x,y)

#Predict value for the given Expression

#[Age < 21, Income = Low,Gender = Female, Marital Status = Married]

test\_x=np.array([1,1,0,0])

pred\_y=classifier.predict([test\_x]) print("Predicted class for input [Age < 21, Income =

Low,Gender = Female, Marital Status = Married]\n", test\_x," is ",pred\_y[0])

#method to generate graph

dot\_dat=export\_graphviz(classifier,out\_file=None,feature\_names

=x.columns,class\_names=["No","Yes"]) graph=pdd.graph\_from\_dot\_data(dot\_dat) graph.write\_png("tree.png")

Image(graph.create\_jpg())

Input for the code –

**#sales.csv** ID,Age,Income,Gender,MaritialStatus,Buys 1,<21,High,Male,Single,No 2,<21,High,Male,Married,No

3,21-35,High,Male,Single,Yes 4,>35,Medium,Male,Single,Yes

5,>35,Low,Female,Single,Yes

6,>35,Low,Female,Married,No 7,21-35,Low,Female,Married,Yes 8,<21,Medium,Male,Single,No 9,<21,Low,Female,Married,Yes 10,>35,Medium,Female,Single,Yes 11,<21,Medium,Female,Married,Yes

12,21-35,Medium,Male,Married,Yes 13,21-35,High,Female,Single,Yes

14,>35,Medium,Male,Married,No

Output –

(base) C:\Users\Saurabh\Downloads\ML\A2>python dtree.py Name: Abhishek Turukmane

Yes 9

No 5

Name: Buys, dtype: int64

Predicted class for input [Age < 21, Income = Low,Gender = Female, Marital Status = Married]

[1 1 0 0] is Yes

Assignment No – 3

Code of the program –

**knn.py:-**

#Abhishek Turukmane import numpy as np import pandas as pd import math

print(“Name: Abhishek Turukmane”) x=np.array([[2,4],[4,2],[4,4],[4,6],[6,2],[6,4]])

y=np.array([0,0,1,0,1,0])

# 0=negative 1=positive class

def eucledian\_distance(x1,y1,x2,y2):

return math.sqrt((x1-x2)\*\*2+(y1-y2)\*\*2)

def chooseK(arr):

print("Size of array :",arr.shape[0]) k=round(math.sqrt(arr.shape[0])) if(k%2==0):

k=k+1;

#k should be odd so that classfication can be done properly(No chance of 50%-50% classification)

print("Choosen value of K : ",k) return k;

chooseK(x)

def classifyPoint(x,y,point,k): inputSize=x.shape[0];

distance=[]; #for string eucledian distance for i in range(inputSize):

distance.append(eucledian\_distance(point[0],point[1],x[i][0],x [i][1]));

mergedList=list(zip(distance,y));

mergedList.sort(); #sort according to increasing distance

freq0=0; #Freq of group 0 (negative) freq1=0; #Freq of group 1 (positive)

for i in range(int(k)): #Iterate for k neighbours if(mergedList[i][1]==0):

freq0=freq0+1;

elif (mergedList[i][1]==1): freq1=freq1+1;

if(freq0>freq1): return 0;

else:

return 1;

def main():

print("Input X coordinate"); x\_co=int(input()) print("Enter Y coordinate") y\_co=int(input())

pointt=(x\_co,y\_co) print(pointt) k=chooseK(x); label="--"

if(classifyPoint(x=x,y=y,point=pointt,k=k)==0): label="Negative";

else:

label="Positive";

print("Point {} belongs to {} class".format(pointt,label)) print (classifyPoint(x=x,y=y,point=pointt,k=k))

main()

Output –

(base) C:\Users\Saurabh\Downloads\ML\A3>python knn.py Name: Abhishek Turukmane

('Size of array :', 6) ('Choosen value of K : ', 3.0) Input X coordinate

6

Enter Y coordinate 6

(6, 6)

('Size of array :', 6) ('Choosen value of K : ', 3.0)

Point (6, 6) belongs to Negative class

0

# Assignment No – 4

Code of the program – **#kmeans.py: -** #Abhishek Turukmane import numpy as np

import matplotlib.pyplot as plt import math

print(“Name: Abhishek Turukmane”)

x = np.array([0.1,0.15,0.08,0.16,0.2,0.25,0.24,0.3])

y = np.array([0.6,0.71,0.9,0.85,0.3,0.5,0.1,0.2])

plt.plot(x,y,"o") plt.show()

def eucledian\_distance(x1,y1,x2,y2):

return math.sqrt((x1-x2)\*\*2+(y1-y2)\*\*2)

def manhattan\_distance(x1,y1,x2,y2):

return math.fabs(x1-x2)+math.fabs(y1-y2)

def returnCluster(m1,m2,x\_co,y\_co):

#if we use manhattan\_distance then clusters are classified more correctly..

distance1=manhattan\_distance(m1[0],m1[1],x\_co,y\_co)

distance2=manhattan\_distance(m2[0],m2[1],x\_co,y\_co)

if(distance1<distance2): return 1;

else:

return 2;

#initial centroids for cluster1 nd cluster 2 m1=[0.1,0.6]

m2=[0.3,0.2]

#difference and iteration is for controlling iteration difference = math.inf

threshold=0.02 iteration=0;

while difference>threshold: #use any one condition #iteration one is easy

print("Iteration ",iteration, " : m1=",m1, " m2=",m2) cluster1=[];

cluster2=[];

#step1 assign all points to nearest cluster for i in range(0,np.size(x)):

clusterNumber=returnCluster(m1,m2,x[i],y[i]) point=[x[i],y[i]]

if clusterNumber==1:

cluster1.append(point); else:

cluster2.append(point)

print("cluster 1", cluster1,"\nCLuster 2: ", cluster2)

#step 2: Calculating new centriod for cluster1 m1\_old=m1;

m1=[]

m1=np.mean(cluster1, axis=0) #axis=0 means columnwise

#calculating centroid for cluster2 m2\_old=m2;

m2=[];

m2=np.mean(cluster2,axis=0) print("m1 = ",m1," m2=",m2)

#adjusting diffrences of adjustment between m1 nd m1\_old xAvg=0.0;

yAvg=0.0;

xAvg=math.fabs(m1[0]-m1\_old[0])+math.fabs(m2[0]-m2\_old[0]) xAvg=xAvg/2;

yAvg=math.fabs(m1[1]-m1\_old[1])+math.fabs(m2[1]-m2\_old[1]) yAvg=yAvg/2;

if(xAvg>yAvg): difference=xAvg;

else:

difference=yAvg;

print("Difference : ", difference) iteration+=1;

print("") #final Output

print("Cluster 1 centroid : m1 = ",m1) print("CLuster 1 points: ", cluster1) print("Cluster 2 centroid : m2 = ",m2) print("CLuster 2 points: ", cluster2)

clust1=np.array(cluster1) clust2=np.array(cluster2)

#cluster 1 points plt.plot(clust1[:,0],clust1[:,1],"o")

#cluster2 points

plt.plot(clust2[:,0], clust2[:,1],"\*")

#centroids plt.plot([m1[0],m2[0]],[m1[1],m2[1]],"^")

plt.show() #same code

plt.scatter(clust1[:,0],clust1[:,1])

plt.scatter(clust2[:,0],clust2[:,1]) plt.scatter([m1[0],m2[0]],[m1[1],m2[1]],marker="\*")

plt.show()

Output –

(base) C:\Users\Saurabh\Downloads\ML\A4>python kmean.py Name: Abhishek Turukmane

Iteration 0 : m1= [0.1, 0.6] m2= [0.3, 0.2]

![](data:image/png;base64,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)

cluster 1 [[0.1, 0.6], [0.15, 0.71], [0.08, 0.9], [0.16,

0.85], [0.25, 0.5]]

CLuster 2: [[0.2, 0.3], [0.24, 0.1], [0.3, 0.2]]

m1 = [0.148 0.712] m2= [0.24666667 0.2 ]

Difference : 0.05600000000000001

Iteration 1 : m1= [0.148 0.712] m2= [0.24666667 0.2 ]

cluster 1 [[0.1, 0.6], [0.15, 0.71], [0.08, 0.9], [0.16,

0.85]]

CLuster 2: [[0.2, 0.3], [0.25, 0.5], [0.24, 0.1], [0.3, 0.2]]

m1 = [0.1225 0.765 ] m2= [0.2475 0.275 ]

Difference : 0.06400000000000002

Iteration 2 : m1= [0.1225 0.765 ] m2= [0.2475 0.275 ]
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cluster 1 [[0.1, 0.6], [0.15, 0.71], [0.08, 0.9], [0.16,

0.85]]

CLuster 2: [[0.2, 0.3], [0.25, 0.5], [0.24, 0.1], [0.3, 0.2]]

m1 = [0.1225 0.765 ] m2= [0.2475 0.275 ]

Difference : 0.0

|  |  |  |
| --- | --- | --- |
| Cluster 1 centroid | : m1 = | [0.1225 0.765 ] |
| CLuster 1 points:  [0.16, 0.85]] | [[0.1, | 0.6], [0.15, 0.71], [0.08, 0.9], |
| Cluster 2 centroid | : m2 = | [0.2475 0.275 ] |
| CLuster 2 points:  [0.3, 0.2]] | [[0.2, | 0.3], [0.25, 0.5], [0.24, 0.1], |

# Assignment No – 5

#Initial permut made on the key CP\_1 = [57, 49, 41, 33, 25, 17, 9,

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Code of the program –  """  @author: Abhishek Turukmane """  #Initial permut matrix for the datas | | | | | | | |
| PI = [58, | 50, | 42, | 34, | 26, | 18, | 10, | 2, |
| 60, | 52, | 44, | 36, | 28, | 20, | 12, | 4, |
| 62, | 54, | 46, | 38, | 30, | 22, | 14, | 6, |
| 64, | 56, | 48, | 40, | 32, | 24, | 16, | 8, |
| 57, | 49, | 41, | 33, | 25, | 17, | 9, 1, | |
| 59, | 51, | 43, | 35, | 27, | 19, | 11, | 3, |
| 61, | 53, | 45, | 37, | 29, | 21, | 13, | 5, |
| 63, | 55, | 47, | 39, | 31, | 23, | 15, | 7] |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 1, 58, 50, | | 42, | 34, | 26, | 18, |
| 10, | 2, 59, | 51, | 43, | 35, | 27, |
| 19, | 11, 3, | 60, | 52, | 44, | 36, |
| 63, | 55, 47, 39, 31, 23, 15, | | | | |
| 7, 62, 54, | | 46, | 38, | 30, | 22, |
| 14, 6, 61, | | 53, | 45, | 37, | 29, |
| 21, 13, 5, | | 28, | 20, | 12, | 4] |

#Permut applied on shifted key to get Ki+1 CP\_2 = [14, 17, 11, 24, 1, 5, 3, 28,

15, 6, 21, 10, 23, 19, 12, 4,

26, 8, 16, 7, 27, 20, 13, 2,

#Expand matrix to get a 48bits matrix of datas to apply the xor with Ki

E = [32, 1, 2, 3, 4, 5,

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 41, | 52, | 31, | 37, | 47, | 55, | 30, | 40, |
| 51, | 45, | 33, | 48, | 44, | 49, | 39, | 56, |
| 34, | 53, | 46, | 42, | 50, | 36, | 29, | 32] |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 4, | 5, 6, 7, 8, 9, | | | | | | |
| 8, | 9, 10, 11, 12, 13, | | | | | | |
| 12, | 13, | 14, | 15, | 16, | 17, | | |
| 16, | 17, | 18, | 19, | 20, | 21, | | |
| 20, | 21, | 22, | 23, | 24, | 25, | | |
| 24, | 25, | 26, | 27, | 28, | 29, | | |
| 28, | 29, | 30, | 31, | 32, | 1] | | |
| #SBOX S\_BOX = [  [[14, 4, 13, 1, 2, 15, 11, 8, 3, 10, 6, 12, 5, 9, 0, 7],  [0, 15, 7, 4, 14, 2, 13, 1, 10, 6, 12, 11, 9, 5, 3, 8],  [4, 1, 14, 8, 13, 6, 2, 11, 15, 12, 9, 7, 3, 10, 5, 0],  [15, 12, 8, 2, 4, 9, 1, 7, 5, 11, 3, 14, 10, 0, 6, 13],  ], | | | | | | | |
| [[15, 1, | 8, 14, 6, 11, 3, 4, 9, 7, 2, 13, 12, | | | | | 0, | 5, 10], |
| [3, 13, | 4, 7, 15, 2, 8, 14, 12, 0, 1, 10, 6, | | | | | 9, | 11, 5], |
| [0, 14, | 7, 11, 10, 4, 13, 1, 5, 8, 12, 6, 9, | | | | | 3, | 2, 15], |
| [13, 8, | 10, 1, 3, 15, 4, 2, 11, 6, 7, 12, 0, | | | | | 5, | 14, 9], |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ],  [[10, | 0, | 9, | 14, 6, 3, 15, 5, 1, 13, 12, 7, 11, 4, 2, | | | | | | | | 8], |
| [13, | 7, | 0, | 9, 3, 4, 6, 10, 2, 8, 5, 14, 12, 11, 15, | | | | | | | | 1], |
| [13, | 6, | 4, | 9, 8, 15, | | | 3, | 0, | 11, 1, | 2, 12, 5, 10, | 14, | 7], |
| [1, | 10, | 13, | 0, | 6, | 9, | 8, | 7, | 4, 15, | 14, 3, 11, 5, | 2, 12], | |
| ], |  |  |  |  |  |  |  |  |  |  | |
| [[7, | 13, | 14, | 3, | 0, | 6, | 9, | 10, | 1, 2, | 8, 5, 11, 12, | 4, 15], | |
| [13, 8, 11, 5, 6, 15, 0, 3, 4, 7, 2, 12, 1, 10, 14, 9],  [10, 6, 9, 0, 12, 11, 7, 13, 15, 1, 3, 14, 5, 2, 8, 4],  [3, 15, 0, 6, 10, 1, 13, 8, 9, 4, 5, 11, 12, 7, 2, 14],  ],  [[2, 12, 4, 1, 7, 10, 11, 6, 8, 5, 3, 15, 13, 0, 14, 9], | | | | | | | | | | | |

|  |  |  |  |
| --- | --- | --- | --- |
| [14, 11, 2, 12, 4, 7, | 13, 1, 5, | 0, 15, | 10, 3, 9, 8, 6], |
| [4, 2, 1, 11, 10, 13, | 7, 8, 15, | 9, 12, | 5, 6, 3, 0, 14], |
| [11, 8, 12, 7, 1, 14,  ], | 2, 13, 6, | 15, 0, | 9, 10, 4, 5, 3], |
| [[12, 1, 10, 15, 9, 2, 6, 8, 0, 13, 3, 4, 14, 7, 5, 11],  [10, 15, 4, 2, 7, 12, 9, 5, 6, 1, 13, 14, 0, 11, 3, 8],  [9, 14, 15, 5, 2, 8, 12, 3, 7, 0, 4, 10, 1, 13, 11, 6],  [4, 3, 2, 12, 9, 5, 15, 10, 11, 14, 1, 7, 6, 0, 8, 13],  ],  [[4, 11, 2, 14, 15, 0, 8, 13, 3, 12, 9, 7, 5, 10, 6, 1],  [13, 0, 11, 7, 4, 9, 1, 10, 14, 3, 5, 12, 2, 15, 8, 6],  [1, 4, 11, 13, 12, 3, 7, 14, 10, 15, 6, 8, 0, 5, 9, 2],  [6, 11, 13, 8, 1, 4, 10, 7, 9, 5, 0, 15, 14, 2, 3, 12],  ], | | | |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [[13, 2, | | 8, 4, 6, 15, 11, | 1, | 10, 9, 3, | 14, | 5, 0, 12, | | 7], |
| [1, | 15, | 13, 8, 10, 3, 7, | 4, | 12, 5, 6, | 11, | 0, 14, 9, | | 2], |
| [7, | 11, | 4, 1, 9, 12, 14, | 2, | 0, 6, 10, | 13, | 15, 3, 5, | | 8], |
| [2, | 1, 14, 7, 4, 10, 8, 13, | | | 15, 12, 9, 0, | | 3, | 5, 6, 11], | |

]

]

#Permut made after each SBox substitution for each round P = [16, 7, 20, 21, 29, 12, 28, 17,

1, 15, 23, 26, 5, 18, 31, 10,

2, 8, 24, 14, 32, 27, 3, 9,

19, 13, 30, 6, 22, 11, 4, 25]

#Final permut for datas after the 16 rounds

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| PI\_1 = [40, | 8, | 48, | 16, | 56, | 24, | 64, | 32, |
| 39, | 7, | 47, | 15, | 55, | 23, | 63, | 31, |
| 38, | 6, | 46, | 14, | 54, | 22, | 62, | 30, |
| 37, | 5, | 45, | 13, | 53, | 21, | 61, | 29, |
| 36, | 4, | 44, | 12, | 52, | 20, | 60, | 28, |
| 35, | 3, | 43, | 11, | 51, | 19, | 59, | 27, |
| 34, | 2, | 42, | 10, | 50, | 18, | 58, | 26, |
| 33, | 1, | 41, | 9, 49, 17, 57, 25] | | | | |

#Matrix that determine the shift for each round of keys SHIFT = [1,1,2,2,2,2,2,2,1,2,2,2,2,2,2,1]

def string\_to\_bit\_array(text):#Convert a string into a list of bits array = list()

for char in text:

binval = binvalue(char, 8)#Get the char value on one byte array.extend([int(x) for x in list(binval)]) #Add the bits

to the final list return array

def bit\_array\_to\_string(array): #Recreate the string from the bit array

res = ''.join([chr(int(y,2)) for y in [''.join([str(x) for x in

\_bytes]) for \_bytes in nsplit(array,8)]]) return res

def binvalue(val, bitsize): #Return the binary value as a string of the given size

binval = bin(val)[2:] if isinstance(val, int) else bin(ord(val))[2:]

if len(binval) > bitsize:

raise "binary value larger than the expected size" while len(binval) < bitsize:

binval = "0"+binval #Add as many 0 as needed to get the wanted size

return binval

def nsplit(s, n):#Split a list into sublists of size "n" return [s[k:k+n] for k in range(0, len(s), n)]

ENCRYPT=1 DECRYPT=0

class des():

def init (self): self.password = None self.text = None self.keys = list()

def run(self, key, text, action=ENCRYPT, padding=False): if len(key) < 8:

raise "Key Should be 8 bytes long" elif len(key) > 8:

key = key[:8] #If key size is above 8bytes, cut to be

8bytes long

self.password = key self.text = text

if padding and action==ENCRYPT: self.addPadding()

elif len(self.text) % 8 != 0:#If not padding specified data size must be multiple of 8 bytes

raise "Data size should be multiple of 8"

self.generatekeys() #Generate all the keys

text\_blocks = nsplit(self.text, 8) #Split the text in blocks of 8 bytes so 64 bits

result = list()

for block in text\_blocks:#Loop over all the blocks of data block = string\_to\_bit\_array(block)#Convert the block in

bit array permutation

(48bits)

Ki

block = self.permut(block,PI)#Apply the initial

g, d = nsplit(block, 32) #g(LEFT), d(RIGHT) tmp = None

for i in range(16): #Do the 16 rounds

d\_e = self.expand(d, E) #Expand d to match Ki size

if action == ENCRYPT:

tmp = self.xor(self.keys[i], d\_e)#If encrypt use

else:

tmp = self.xor(self.keys[15-i], d\_e)#If decrypt

start by the last key

tmp = self.substitute(tmp) #Method that will apply

the SBOXes

tmp = self.permut(tmp, P) tmp = self.xor(g, tmp)

g = d d = tmp

result += self.permut(d+g, PI\_1) #Do the last permut and append the result to result

final\_res = bit\_array\_to\_string(result) if padding and action==DECRYPT:

return self.removePadding(final\_res) #Remove the padding if decrypt and padding is true

else:

return final\_res #Return the final string of data ciphered/deciphered

bits

def substitute(self, d\_e):#Substitute bytes using SBOX subblocks = nsplit(d\_e, 6)#Split bit array into sublist of 6

result = list()

for i in range(len(subblocks)): #For all the sublists block = subblocks[i]

row = int(str(block[0])+str(block[5]),2)#Get the row

with the first and last bit

column = int(''.join([str(x) for x in block[1:][:- 1]]),2) #Column is the 2,3,4,5th bits

val = S\_BOX[i][row][column] #Take the value in the SBOX appropriated for the round (i)

bin = binvalue(val, 4)#Convert the value to binary

result += [int(x) for x in bin]#And append it to the resulting list

return result

def permut(self, block, table):#Permut the given block using the given table (so generic method)

return [block[x-1] for x in table]

def expand(self, block, table):#Do the exact same thing than permut but for more clarity has been renamed

return [block[x-1] for x in table]

def xor(self, t1, t2):#Apply a xor and return the resulting list return [x^y for x,y in zip(t1,t2)]

def generatekeys(self):#Algorithm that generates all the keys self.keys = []

key = string\_to\_bit\_array(self.password)

key = self.permut(key, CP\_1) #Apply the initial permut on

the key

g, d = nsplit(key, 28) #Split it in to (g->LEFT),(d->RIGHT) for i in range(16):#Apply the 16 rounds

g, d = self.shift(g, d, SHIFT[i]) #Apply the shift

associated with the round (not always 1)

tmp = g + d #Merge them self.keys.append(self.permut(tmp, CP\_2)) #Apply the

permut to get the Ki

def shift(self, g, d, n): #Shift a list of the given value return g[n:] + g[:n], d[n:] + d[:n]

def addPadding(self):#Add padding to the datas using PKCS5 spec. pad\_len = 8 - (len(self.text) % 8)

self.text += pad\_len \* chr(pad\_len)

def removePadding(self, data):#Remove the padding of the plain text (it assume there is padding)

pad\_len = ord(data[-1]) return data[:-pad\_len]

def encrypt(self, key, text, padding=False): return self.run(key, text, ENCRYPT, padding)

def decrypt(self, key, text, padding=False): return self.run(key, text, DECRYPT, padding)

if name == ' main ':

print("Name: Abhishek Turukmane") key = "secret\_key"

text= "Hello world" d = des()

r = d.encrypt(key,text,padding=True) r2 = d.decrypt(key,r,padding=True) print("Ciphered: %r" % r)

print("Deciphered: ", r2

Output –

(base) C:\Users\Saurabh\Downloads\A1>python des.py Name: Abhishek Turukmane

Ciphered: 'ßåýåÚ\x9f\\\x9d\x89r\x9c\x16Û\x0fá\x8b'

Deciphered: Hello world.

# Assignment No – 6

Code of the program –

"""

@author: Abhishek Turukmane """

import sys

# S-Box

sBox = [0x9, 0x4, 0xa, 0xb, 0xd, 0x1, 0x8, 0x5, 0x6, 0x2, 0x0, 0x3, 0xc, 0xe, 0xf, 0x7]

# Inverse S-Box

sBoxI = [0xa, 0x5, 0x9, 0xb, 0x1, 0x7, 0x8, 0xf, 0x6, 0x0, 0x2, 0x3, 0xc, 0x4, 0xd, 0xe]

# Round keys: K0 = w0 + w1; K1 = w2 + w3; K2 = w4 + w5 w = [None] \* 6

def mult(p1, p2):

"""Multiply two polynomials in GF(2^4)/x^4 + x + 1""" p = 0

while p2:

if p2 & 0b1:

p ^= p1

p1 <<= 1

if p1 & 0b10000: p1 ^= 0b11

p2 >>= 1

return p & 0b1111

def intToVec(n):

"""Convert a 2-byte integer into a 4-element vector""" return [n >> 12, (n >> 4) & 0xf, (n >> 8) & 0xf, n & 0xf]

def vecToInt(m):

"""Convert a 4-element vector into 2-byte integer""" return (m[0] << 12) + (m[2] << 8) + (m[1] << 4) + m[3]

def addKey(s1, s2):

"""Add two keys in GF(2^4)"""

return [i ^ j for i, j in zip(s1, s2)]

def sub4NibList(sbox, s):

"""Nibble substitution function""" return [sbox[e] for e in s]

def shiftRow(s): """ShiftRow function"""

return [s[0], s[1], s[3], s[2]]

def keyExp(key):

"""Generate the three round keys""" def sub2Nib(b):

"""Swap each nibble and substitute it using sBox""" return sBox[b >> 4] + (sBox[b & 0x0f] << 4)

Rcon1, Rcon2 = 0b10000000, 0b00110000

w[0] = (key & 0xff00) >> 8 w[1] = key & 0x00ff

w[2] = w[0] ^ Rcon1 ^ sub2Nib(w[1]) w[3] = w[2] ^ w[1]

w[4] = w[2] ^ Rcon2 ^ sub2Nib(w[3]) w[5] = w[4] ^ w[3]

def encrypt(ptext):

"""Encrypt plaintext block""" def mixCol(s):

return [s[0] ^ mult(4, s[2]), s[1] ^ mult(4, s[3]),

s[2] ^ mult(4, s[0]), s[3] ^ mult(4, s[1])]

state = intToVec(((w[0] << 8) + w[1]) ^ ptext) state = mixCol(shiftRow(sub4NibList(sBox, state))) state = addKey(intToVec((w[2] << 8) + w[3]), state) state = shiftRow(sub4NibList(sBox, state))

return vecToInt(addKey(intToVec((w[4] << 8) + w[5]), state))

def decrypt(ctext):

"""Decrypt ciphertext block""" def iMixCol(s):

return [mult(9, s[0]) ^ mult(2, s[2]), mult(9, s[1]) ^ mult(2, s[3]),

mult(9, s[2]) ^ mult(2, s[0]), mult(9, s[3]) ^

mult(2, s[1])]

state = intToVec(((w[4] << 8) + w[5]) ^ ctext) state = sub4NibList(sBoxI, shiftRow(state))

state = iMixCol(addKey(intToVec((w[2] << 8) + w[3]), state))

state = sub4NibList(sBoxI, shiftRow(state))

return vecToInt(addKey(intToVec((w[0] << 8) + w[1]), state))

if name == ' main ':

# Test vectors from "Simplified AES" (Steven Gordon) # [(http://hw.siit.net/files/001283.pdf)](http://hw.siit.net/files/001283.pdf)) print("Name: Abhishek Turukmane")

plaintext = 0b1101011100101000 key = 0b0100101011110101

ciphertext = 0b0010010011101100 keyExp(key)

try:

assert encrypt(plaintext) == ciphertext except AssertionError:

print("Encryption error") print(encrypt(plaintext), ciphertext) sys.exit(1)

try:

assert decrypt(ciphertext) == plaintext except AssertionError:

print("Decryption error") print(decrypt(ciphertext), plaintext) sys.exit(1)

print("Test ok!")

sys.exit()

Output –

With correct values of plaintext & ciphertext –

(base) C:\Users\Saurabh\Downloads\A2>python saes.py Name: Abhishek Turukmane

Test ok!

With incorrect values of plaintext & ciphertext –

(base) C:\Users\Saurabh\Downloads\A2>python saes.py Name: Abhishek Turukmane

Encryption error

34029 9452

# Assignment No – 7

Code of the program – Server Side Code:

"""

@author: Abhishek Turukmane """

import socket

print("Name: Abhishek Turukmane\n") def cal(g,a,p):

res = pow(g,a,p) return(res)

serv = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) serv.bind(('127.0.0.1', 8080))

serv.listen(5) while True:

conn, (ip, port) = serv.accept() conn.send("I am server")

str1 = conn.recv(100) str2 = conn.recv(100)

print("First Prime Number : "+str1+","+"Second Prime Number : "+str2)

a = input("Enter a number specific for User 1 :") print("Calculating the value of A ")

A = cal(int(str2),a,int(str1)) print("value of A :" + str(A))

conn.send(str(A))

B = conn.recv(100) print("Recieved value of B :" + B)

print("Calculating the value of Key K2 ") K2 = cal(int(B),a,int(str1)) print("value of Key K2 is :" + str(K2)) conn.close()

print('client is disconnected')

Client Side Code:

"""

@author: Abhishek Turukmane """

import socket

print("Name: Abhishek Turukmane\n") def cal(g,a,p):

res = pow(g,a,p) return(res)

client = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) client.connect(('127.0.0.1', 8080)) print(client.recv(100))

p = input("Enter first prime Number(P):") g = input("Enter second prime number (G):") client.send(str(p))

client.send(str(g))

b = input("Enter a number specific for User 2 :") print("Calculating the value of B ")

B = cal(g,b,p)

print("value of B :" + str(B)) client.send(str(B))

A = client.recv(100)

print("Recieved value of A :" + A) print("Calculating the value of Key K1 ") K1 = cal(int(A),b,p)

print("value of Key K1 is :" + str(K1))

client.close()

Output – Server Output:

(base) C:\Users\Saurabh\Downloads\A2>python dhcli.py Name: Abhishek Turukmane

I am server

Enter first prime Number(P):13 Enter second prime number (G):7

Enter a number specific for User 2 :3 Calculating the value of B

value of B :5

Recieved value of A :11 Calculating the value of Key K1 value of Key K1 is :5

Client Output:

(base) C:\Users\Saurabh\Downloads\A3>python dhsocket.py Name: Abhishek Turukmane

First Prime Number : 13,Second Prime Number : 7 Enter a number specific for User 1 :5 Calculating the value of A

value of A :11 Received value of B :5

Calculating the value of Key K2 value of Key K2 is :5

client is disconnected

# Assignment No – 8

Code of the program –

"""

@author: Abhishek Turukmane """

print("Name: Abhishek Turukmane") try:

input = raw\_input except NameError:

pass try:

chr = unichr except NameError:

pass

p=int(input('Enter prime p: ')) q=int(input('Enter prime q: '))

print("Choosen primes:\np=" + str(p) + ", q=" + str(q) + "\n") n=p\*q

print("n = p \* q = " + str(n) + "\n") phi=(p-1)\*(q-1)

print("Euler's function (totient) [phi(n)]: " + str(phi) + "\n")

def gcd(a, b):

while b != 0:

c = a % b a = b

b = c return a

def modinv(a, m):

for x in range(1, m):

if (a \* x) % m == 1: return x

return None def coprimes(a):

l = []

for x in range(2, a):

if gcd(a, x) == 1 and modinv(x,phi) != None and x < (p-1) and x < (q-1):

l.append(x) for x in l:

if x == modinv(x,phi): l.remove(x)

return l

def encrypt(p,k, plaintext):

#Unpack the key into it's components key, n = p,k

#Convert each letter in the plaintext to numbers based on the character using a^b mod m

cipher = [(ord(char) \*\* key) % n for char in plaintext] #Return the array of bytes

return cipher

def decrypt(p,k, ciphertext):

#Unpack the key into its components key, n = p,k

#Generate the plaintext based on the ciphertext and key using a^b mod m

plain = [chr((char \*\* key) % n) for char in ciphertext] #Return the array of bytes as a string

return ''.join(plain)

print("Choose an e from a below coprimes array:\n") print(str(coprimes(phi)) + "\n")

e=int(input()) d=modinv(e,phi)

print("\nYour public key is a pair of numbers (e=" + str(e) + ", n=" + str(n) + ").\n")

print("Your private key is a pair of numbers (d=" + str(d) + ", n=" + str(n) + ").\n")

plaintext=input("Enter plaintext : ")

print ("\n\nEncrypting message with public key (", d,",",n ,")

. . .")

print ("\nYour ciphertext is:") emsg = encrypt(d,n,plaintext)

print ("\t\t",''.join(map(lambda x: str(x), emsg)))

print ("\n\nDecrypting message with public key (", e,",",n ,")

. . .")

print ("\nYour message is:") print ("\t\t",decrypt(e,n, emsg))

Output –

(base) C:\Users\Saurabh\Downloads\A4>python rsa.py Name: Abhishek Turukmane

Enter prime p: 17 Enter prime q: 11 Chosen primes: p=17, q=11

n = p \* q = 187

Euler's function (totient) [phi(n)]: 160

Choose an e from a below coprimes array:

[3, 7, 9]

9

Your public key is a pair of numbers (e=9, n=187).

Your private key is a pair of numbers (d=89, n=187).

Enter plaintext : hello, how are you?

Encrypting message with public key ( 89 , 187 ) . . .

Your ciphertext is: 53501811811111433253111170325124503212111115173

Decrypting message with public key (9, 187) . . .

Your message is:

hello, how are you?